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1
ALLOWING UPDATES TO DATABASE
OBJECTS

CROSS-REFERENCE TO RELATED
APPLICATION

This application is a continuation of, and claims the benefit
of, and co-owned U.S. patent application Ser. No. 12/212,
334, filed Sep. 17, 2008, the entire contents of which are
herein incorporated by reference.

FIELD OF THE INVENTION

Aspects of the present invention provide a system and
method for allowing updates to database objects by more than
one user and, more particularly, allowing database objects to
be updated by multiple users.

BACKGROUND OF THE INVENTION

Sometimes, a delayed response to a customer’s need or
request, such as in an order fulfillment market, especially
when dealing in millions of dollars, can cause a loss of the
order. Order fulfillment, for example, may be the complete
process from point of sales inquiry to delivery of a product to
the customer. Sometimes order fulfillment is used to describe
a narrower act of distribution or the logistics function. How-
ever, in the broader sense it refers to the way how firms
respond to customer orders. For instance, thousand of orders
have to be placed into the order fulfillment channel on a daily
basis and many touch points which need to be performed by
customer sales representatives. Processing and management
of an order has been divided into multiple stages and also
handled by multiple customer service representatives. They
may include backlog customer service representatives, work-
flow customer service representatives, order change customer
service representatives, and billing customer service repre-
sentatives, who in turn most often will need to perform update
changes to the same order concurrently when a request is
received from the customer. With the existing functionality in
databases today, the user cannot perform simultaneous write
or update access to the same key data with the same table by
different users. If a first user in the order has update access,
then the entire order will be completely locked by the first
user until he/she exits out of update access mode of the order.
The update limitation functionality existing in the current
environment today will cause a major customer satisfaction
issue, as well as the company may be facing lost sale to other
competitors.

The current object update options for tables and sales docu-
ments were deemed not acceptable for critical updates due to
the requirement for multiple concurrent updates for the vari-
ous users to enhance productivity. Also, over-writing of pre-
vious users’ data without warning allowed for problems with
updates not occurring when the users thought they were com-
pleted.

SUMMARY OF THE INVENTION

In general, aspects of the present invention provide
approaches for making changes to a data object. In a first
embodiment, provided is a method for making changes to a
data object, the method comprising: receiving one or more
changes to the data object from a first user; receiving a request
from a second user for access to the data object; determining
if the data object is locked; receiving a request to save a
change to the data object from the second user, wherein the
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2

request to save the change to the data object from the second
user is subsequent to the one or more changes to the data
object from the first user; and providing the second user with
priority over the first user to resolve a conflict between the one
or more changes to the data object from the first user and the
change to the data object from the second user by providing
the second user with final authority to overwrite the one or
more changes to the data object from the first user.

A second embodiment comprises a computer program
product embodied in a computer readable storage device for
operating in a system comprising at least one computer sys-
tem having a network, a processing unit, and a memory, for
implementing a method for allowing flexible changes by
more than one user to objects in a database, the method
comprising: receiving one or more changes to the data object
from a first user; receiving a request from a second user for
access to the data object; determining if the data object is
locked; receiving a request to save a change to the data object
from the second user, wherein the request to save the change
to the data object from the second user is subsequent to the
one or more changes to the data object from the first user; and
providing the second user with priority over the first user to
resolve a conflict between the one or more changes to the data
object from the first user and the change to the data object
from the second user by providing the second user with final
authority to overwrite the one or more changes to the data
object from the first user.

A third embodiment comprises a method for deploying a
computing infrastructure comprising computer-readable
code and a computing system, wherein the computer-read-
able code in combination with the computing system pro-
vides flexible and simultaneous updates to a data object, the
computer-readable code comprising instructions for: receiv-
ing one or more changes to the data object from a first user;
receiving a request from a second user for access to the data
object; determining if the data object is locked; informing the
first user of the received request; receiving a request to save a
change to the data object from the second user, wherein the
request to save the change to the data object from the second
user is subsequent to the one or more changes to the data
object from the first user; and providing the second user with
priority over the first user to resolve a conflict between the one
or more changes to the data object from the first user and the
change to the data object from the second user by providing
the second user with final authority to overwrite the one or
more changes to the data object from the first user.

BRIEF DESCRIPTION OF THE DRAWINGS

These and other features of this invention will be more
readily understood from the following detailed description of
the various aspects of the invention taken in conjunction with
the accompanying drawings in which:

FIG. 1 shows a data processing system suitable for imple-
menting an embodiment of the present invention.

FIG. 2 shows a network for implementing an embodiment
of the present invention.

FIG. 3 illustrates an embodiment of the system of the
present invention.

FIG. 4 illustrates an embodiment of a method of the present
invention.

FIG. 5 illustrates a continuation of an embodiment of a
method of the present invention.

FIG. 6 illustrates an embodiment of the method of the
present invention.

FIG. 7 is an illustrative embodiment of a method of the
present invention.
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The drawings are not necessarily to scale. The drawings are
merely schematic representations, not intended to portray
specific parameters of the invention. The drawings are
intended to depict only typical embodiments of the invention,
and therefore should not be considered as limiting the scope
of the invention.

DETAILED DESCRIPTION OF THE INVENTION

Aspects of the present invention provide a solution for
allowing flexible and simultaneous updates to a database
object by more than one user.

In an object database (also object oriented database), infor-
mation is represented in the form of objects as used in object-
oriented programming. When database capabilities are com-
bined with object programming language capabilities, the
result is an object database management system (ODBMS) or
database management system (DBMS). An ODBMS makes
database objects appear as programming language objects in
one or more object programming languages. An ODBMS
extends the programming language with transparently persis-
tent data, concurrency control, data recovery, associative que-
ries, and other capabilities.

An object may represent most any subjects. One example is
a sales order. The object may be, in one embodiment, an
allocated region of storage. Since programming languages
use variables to access objects, the terms “object” and “vari-
able” are often used interchangeably. However, until memory
is allocated, an object does not exist. Three properties may
characterize objects: the identity of the object that distin-
guishes it from other objects; the behavior that describes the
methods in the object’s interface by which the object can be
used; and the state that describes the data stored in the object.
The state of the object may also contain data such as access
time/date, update time/date, and store time/date by users of
the database system.

When an object is modified/edited in a maintenance appli-
cation, for example, that may be included in the DBMS, the
system may lock the object (such as a sales order) until the
user exits the maintenance application. A lock may be a
synchronization mechanism for enforcing limits on access to
the data object in a database where there may be many threads
of'execution. Locks are one way of enforcing control policies.
Ifan object is in object lock mode, other users are not allowed
to edit the same object (i.e., a sales order) until the object is no
longer locked and available for other updates.

Other users, who are trying to modify or change the object,
may need to keep trying the maintenance application (such as
a sales order change) until it is available, that is, until it is
released by the user updating the object. When an object is
modified or edited, the system may perform an “INQUIRY”
request to register the object lock instead of locking the object
itself.

A system, such as System 100, may have a data processing
system, such as Data Processing System 102 shown in FIG. 1,
suitable for storing and/or executing program code of the
present invention, having a computer system, such as Com-
puter System 104, having at least one processing unit (Pro-
cessing Unit 106) coupled directly or indirectly to memory
elements (Memory 110) through a system bus, such as Sys-
tem Bus 112. Memory 110 may include local memory (RAM
130) employed during actual execution of the program code,
bulk storage (Storage System 118), and cache memories
(Cache 132) that provide temporary storage of at least some
program code in order to reduce the number of times code
must be retrieved from Storage System 118 during execution.
Storage System 118 may have a database, such as Database
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134. A database may be a structured collection of records or
data. A computer database relies upon software to organize
the storage of data such as a database management system
(DBMS). Input/output or /O devices (such as Display 120,
and other external devices (External Devices 116), including
but not limited to keyboards, pointing devices, etc.) may be
coupled to Computer System 104 either directly or through
intervening 1/O controllers (I/O Interface(s) 114). Network
adapter(s) (Network Adapter 138) may provide access to
external networks.

FIG. 2 illustrates a networked system, such as System 200
to enable a data processing system (First User 202) to be
coupled through network connection(s) (Network Connec-
tion 206, 208, 216) to other data processing users (User 2
204), and/or storage devices (Storage 214) through interven-
ing private and/or public network(s) (Network 210). First
User 202 and Second User 204 may have access to a database,
such as Database 218. A database may be a structured collec-
tion of records or data and relies upon software to organize the
storage of data. The software models the database structure in
what are known as database models. The model in most
common use today is the relational model. Other models such
as the hierarchical model and the network model use a more
explicit representation of relationships.

First User 202 and Second User 204 may be able, in basic
database systems, to manage data in Database 218 through a
database management system. Database management sys-
tems (DBMS), such as DBMS 217, are the software used to
organize and maintain the database. These may be catego-
rized according to the database model that they support. The
model tends to determine the query languages that are avail-
able to access the database.

A system, such as System 300, may have database man-
agement system, such as DBMS 302, having a processor,
such as CPU 316, and a memory, such as Memory 318. The
processor may be ofa class of logic machines that can execute
computer programs and the memory allows the storage of
data. An interface, such as User Interface 304, allows users,
such as First User 320 and Second User 322, to input data to
manipulate a system and to receive output, allowing the sys-
tem to produce the effects of the user’s manipulation.

DBMS 302 may communicate with a database, such as
Database 308 that may have data objects, such as Objects 324.
DBMS 302 may have a mechanism for managing objects,
such as Object Mechanism 306 and a registry, such as Reg-
istry 310, for storing information about objects. A warning
mechanism, such as Warning Mechanism 312, may provide a
warning if an object is being edited by another user, for
example. A system for checking the registry, such as Registry
Checker 314, may be able to examine Registry 310 to deter-
mine if one user is editing an object requested by second user.

A system, such as DBMS 302, may allow a first user, such
as First User 320, to lock a data object while Second User 322
modifies, amends, or updates the object so that a second user,
such as Second User 322, would not have the ability to con-
currently amend the data object. If two users are modifying
the same data object, conflicts can occur within the data
object, one user’s modifications may overwrite the other
user’s relevant changes even if they are modifying different
portions of the data object for instance and other undesirable
issues may incur. Some systems and method don’t allow more
than one user to access for editing an object due to, in part,
these concerns and issues.

Using an embodiment of the system and method of the
present invention, more than one user may have access for
modifying a data object at the same time. A first editing user
may request to lock the object for editing and the system may
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create an object lock on the data object, which may be iden-
tified by a number, such as SO100. The object lock would
then be registered at the then current time/date (e.g.,
200707221130501111) with the user ID/terminal ID/session
or batch ID). A second editing user may perform an
“INQUIRY” request for locking object, e.g., SO100. The
second user may receive the object lock information (for
object SO100) from the previous user 1 registration). The
second user’s request is registered to the object lock at the
then current date and time, e.g., 200707221130561111. The
second user may receive a warning message, such as “User 1
is editing object SO100” is editing (because object SO100 has
been locked). The first user may receive a message such as
“User 2 is editing the same object”.

The system may then save the sales order when user 1 has
completed, suchasat 11:31:50:1111—one minute after it was
opened. The object may then be changed. The system may
then perform an “UPDATE” request for object for updating
the object in the database. The system may need to check if
the object (e.g., SO100) has been previously registered by
User1by, e.g., user ID/terminal ID/session or batch ID. If not,
the system may issue an error. The system may obtain the
object locking information by user ID/terminal ID/session or
batch ID. If the last change date/time of object lock is <=User
1 registration date/time in the object and the registration
object update is inactive. The system may activate the regis-
tration object lock update and allow the update. The system
may then change the last change date of object lock to the
most current date/time (e.g., 200707221131501111) and
change User 1 to the object lock at 200707221131501111.
The system may then deactivate the registration object update
and, if the last change date/time of object lock is <=User 1
registration date/time in the object and the registration object
update is active, the system may wait until the update done
and repeat the process.

As shown in FIG. 4, a process, such as Process 400, that
may run in DBMS 302, for managing the database may begin
at 402. At 404, User 1, for example, may edit sales order
“S0O100” at 11:30:50:1111. The sales order number is
“S0100” and the edit time is “11:30:50:1111” (11 hours, 30
minutes, 50 seconds and 1111 microseconds). The system
may perform an “INQUIRY” request to Lock Object
“S0100”. The system then creates a Lock Object “S0100”
and registers the object lock in Registry 310 at the current
date/time at 200707221130501111. The system then registers
User 1 tothe objectlock at 200707221130501111 (by the user
identification (ID)/session or batch ID).

At 406, User 2 may edit sales order SO100 at 11:30:56:
1111 that is six seconds later than the edit time. User 2 may
perform “INQUIRY” request for object lock with a “Get lock
object SO100” request including information (from previous
User 1 registration). The system then may register User 2 to
object lock at 200707221130561111 and issue a warning
message such as “User 1 is editing (because object SO100 has
been locked).” The system then sends a message to the User 1,
“User 2 is editing the same object” and the process moves to
“A”.

As shownin FIG. 5, at “A”, User 1 saves sales order SO100
at 11:31:50:1111 and changes the object. User 1 performs
“UPDATE” request to the DBMS for the object and checks if
object SO100 has been registered by user ID/terminal ID/ses-
sion or batch ID. If the object SO100 has not been registered
by user ID/terminal ID/session or batch ID not, then it regis-
ters an error. User 1 then gets the object lock information by
user ID/terminal ID/session or batch ID. If the last change
date/time of object lock is <=User 1 registration date/time in
the object and the registration object update is inactive, then

10

25

35

40

45

50

55

60

65

6

the registration object lock update is activated;
the update is allowed;
the last change date of object lock is changed to
200707221131501111;

the User 1 is changed to the object
200707221131501111;

the registration object update is deactivated; and

if the last change date/time of object lock is <=User 1
registration date/time in the object and the registration
object update is active, wait until the update done and
repeat the process.

As shown in FIG. 5, process 500 continues at A and 502.
The DBMS may save sales order SO100 at 11:31:50:1111,
change the object, perform “UPDATE” request for object and
check ifobject SO100 has been registered by user ID/terminal
ID/session or batch ID. If not, then the system may issue and
error.

The system may obtain the object lock information by user
ID/terminal 1D/session or batch ID. The system then deter-
mines if the last change date/time of object lock is <=User 1
registration date/time in the object and the registration object
update is inactive and, if so, the system may activate the
registration object lock update and allow the update. The
system may change the last change date of object lock to
200707221131501111 and change user 1 to the object lock at
200707221131501111. The system may deactivate the regis-
tration object update. If the last change date/time of object
lock is <=User 1 registration date/time in the object and the
registration object update is active, then the system will wait
until the update done and repeat the process.

In FIG. 6, another embodiment of a process 600 of the
present invention continues at 602, where User 2 may save the
sales order SO100 at 11:32:50:1111 and change the object
and send “UPDATE” request for the object, is shown. It is
determined if object SO100 has been registered by user
ID/terminal ID/session or batch ID and, if not, the system
issues an error message. If so, User 2 may obtain object lock
info by user ID/terminal ID/session or batch ID. It is deter-
mined if the last change date/time of object lock is greater
than the User 2 registration date/time in the object, and, if so,
then multiple update options are provided to the User 2. User
2 can then refresh the changes made to see the previous
updates that were done to the table key data, and see that User
1 made those changes. At this point, User 2 can make a
decision to: incorporate those previous changes into his
changes (over-riding his changes with conflicts); incorporate
those previous changes into his changes, but having his
changes over-write the conflicts; cancel his changes com-
pletely; over-ride previous updates without seeing them; or
cancel his updates completely without seeing previous
update.

As shown in FIG. 7, in method 700, when an object is
saved, the system will perform an “UPDATE” request to
process the object update and check the object lock informa-
tion by user ID/terminal ID/session or batch 1D, and, if not
found, then error. If the last object lock change date/
time<=user registration date/time and the object lock, then
the update is not active. If not, the system may activate the
registration object lock update and process update. Further it
may perform update routines passed from caller and update
object lock date/time to current one. It may then update the
user registration date/time and deactivate the registration
object lock update. The system may then determine if the last
object lock change date/time<=user registration date/time
and if the object lock update is active. If so, the system will
wait until previous update done and repeat the update process
but, if not, provide update options such as refresh the changes

lock at
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made to see the previous updates that were done to the object.
At this point, the user can make a decision to either incorpo-
rate those previous changes into current changes (over-riding
changes with conflicts), incorporate those previous changes
into current changes, but having changes over-write the con-
flicts, cancel changes completely, over-ride previous updates
without seeing them, or cancel updates completely without
seeing previous update. An updated status is returned to the
application.

It should be understood that the present invention is typi-
cally computer-implemented via hardware and/or software.
As such, client systems and/or servers will include comput-
erized components as known in the art. Such components
typically include, (among others), a processing unit, a
memory, a bus, input/output (I/O) interfaces, external
devices, etc.

While shown and described herein as a system and method
for allowing flexible and simultaneous updates to a database
object by more than one user, it is understood that the inven-
tion further provides various alternative embodiments. For
example, in one embodiment, the invention provides a com-
puter-readable/useable medium that includes computer pro-
gram code to provide a solution for allowing flexible and
simultaneous updates in a database. To this extent, the com-
puter-readable/useable medium includes program code that
implements each of the various process steps of the invention.
It is understood that the terms computer-readable medium or
computer useable medium comprises one or more of any type
of physical embodiment of the program code. In particular,
the computer-readable/useable medium can comprise pro-
gram code embodied on one or more portable storage articles
of manufacture (e.g., a compact disc, a magnetic disk, a tape,
etc.), on one or more data storage portions of a computing
device, such as memory and/or storage system (e.g., a fixed
disk, a read-only memory, a random access memory, a cache
memory, etc.), and/or as a data signal (e.g., a propagated
signal) traveling over a network (e.g., during a wired/wireless
electronic distribution of the program code).

In another embodiment, the invention provides a com-
puter-implemented method for allowing flexible and simul-
taneous updates to a database object by more than one user. In
this case, a computerized infrastructure can be provided and
one or more systems for performing the process steps of the
invention can be obtained (e.g., created, purchased, used,
modified, etc.) and deployed to the computerized infrastruc-
ture. To this extent, the deployment of a system can comprise
one or more of (1) installing program code on a computing
device, such as computer system from a computer-readable
medium; (2) adding one or more computing devices to the
computer infrastructure; and (3) incorporating and/or modi-
fying one or more existing systems of the computer infra-
structure to enable the computerized infrastructure to perform
the process steps of the invention.

In another embodiment, the invention provides a business
method that performs the process steps of the invention on a
subscription, advertising, and/or fee basis. That is, a service
provider, such as a solution integrator, could offer to provide
a solution for allowing flexible and simultaneous updates in a
database. In this case, the service provider can create, main-
tain, and support, etc., a computer infrastructure that per-
forms the process steps of the invention for one or more
customers. In return, the service provider can receive pay-
ment from the customer(s) under a subscription and/or fee
agreement and/or the service provider can receive payment
from the sale of advertising content to one or more third
parties.
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As used herein, it is understood that the terms “program
code” and “computer program code” are synonymous and
mean any expression, in any language, code or notation, of a
set of instructions intended to cause a computing device hav-
ing an information processing capability to perform a particu-
lar function either directly or after either or both of the fol-
lowing: (a) conversion to another language, code or notation;
and/or (b) reproduction in a different material form. To this
extent, program code can be embodied as one or more of: an
application/software program, component software/a library
of functions, an operating system, a basic /O system/driver
for a particular computing and/or I/O device, and the like.

The foregoing description of various aspects of the inven-
tion has been presented for purposes of illustration and
description. It is not intended to be exhaustive or to limit the
invention to the precise form disclosed, and obviously, many
modifications and variations are possible. Such modifications
and variations that may be apparent to a person skilled in the
art are intended to be included within the scope of the inven-
tion as defined by the accompanying claims.

We claim:

1. A method for making changes to a data object, the
method comprising:

receiving one or more changes to the data object from a first

user;

receiving a request from a second user for access to the data

object;

determining if the data object is locked;

receiving a request to save a change to the data object from

the second user, wherein the request to save the change
to the data object from the second user is subsequent to
the one or more changes to the data object from the first
user; and

providing the second user with priority over the first user to

resolve a conflict between the one or more changes to the
data object from the first user and the change to the data
object from the second user by providing the second user
with final authority for all of the following operations: to
overwrite the one or more changes to the data object
from the first user, to maintain a set of changes from the
one or more changes made by the first user when the
change to the data object from the second user conflicts
with the set of changes from the one or more changes,
and to cancel the change to the data object by the first
user without first identifying, to the second user, the one
or more changes to the data object from the first user.

2. The method as defined in claim 1 further comprising
receiving a request to change the data object according to the
changes to the data object made by the second user.

3. The method as defined in claim 2 further comprising
receiving a data object inquiry request from the first user,
creating a data object lock, and registering the data object at
the then current date/time in the name of the first user.

4. The method as defined in claim 3 further comprising
receiving from the second user an inquiry request, providing
the second user with the data object lock information, pro-
viding a warning message to the second user that the first user
is editing the data object and sending a warning message to
the first user that the second user is editing the data object.

5. The method as defined in claim 4 further comprising
receiving a change to the data object from the first user,
changing the data object, checking if the data object is regis-
tered, checking if a last change date/time of object lock is less
than or equal to the first user registration date/time in the
object and if the registration object update is inactive.

6. The method as defined in claim 5 further comprising
activating the registration object lock update, allowing the
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update, changing the last change date/time of object lock to
the current time, and changing the first user’s data object lock
time to the current time.

7. The method as defined in claim 6 further comprising
deactivating the registration object update if the last change
date/time of data object lock is less than or equal to the first
user registration date/time in the object and the registration
object update is active, or waiting until the update is done.

8. The method as defined in claim 7 further comprising:

receiving a change from the second user to the data object;

receiving an update request for the data object;
checking if the data object has been registered by one of: a
user ID/terminal, ID/session or batch ID;

if the data object has not been registered by a user ID/ter-
minal, ID/session or batch ID, then issuing an error
message;

if the data object has been registered by a user ID/terminal,

ID/session or batch 1D, getting data object lock infor-
mation by user ID/terminal, ID/session or batch ID; and
if the last change date/time of object lock is greater than the
second user registration date/time in the object, then
providing multiple update options to the second user.

9. A computer program product embodied in a non-transi-
tory computer readable storage device for operating in a
system comprising at least one computer system having a
network, a processing unit, and a memory, for implementing
a method for allowing flexible changes by more than one user
to objects in a database, the method comprising:

receiving one or more changes to the data object from a first

user;

receiving a request from a second user for access to the data

object;

determining if the data object is locked;

receiving a request to save a change to the data object from

the second user, wherein the request to save the change
to the data object from the second user is subsequent to
the one or more changes to the data object from the first
user; and

providing the second user with priority over the first user to

resolve a conflict between the one or more changes to the
data object from the first user and the change to the data
object from the second user by providing the second user
with final authority for all of the following operations: to
overwrite the one or more changes to the data object
from the first user, to maintain a set of changes from the
one or more changes made by the first user when the
change to the data object from the second user conflicts
with the set of changes from the one or more changes,
and to cancel the change to the data object by the first
user without first identifying, to the second user, the one
or more changes to the data object from the first user.

10. The computer program product as defined in claim 9,
the method further comprising receiving a request to change
the data object according to the changes made by the second
user.

11. The computer program product as defined in claim 9,
the method further comprising receiving an object inquiry
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request from the first user, creating an object lock, registering
the object at the then current date/time in the name of the first
user.

12. The computer program product as defined in claim 11,
the method further comprising receiving from the second user
an inquiry request, providing the second user with the object
lock information, providing a warning message that the first
user is editing the object and sending a warning message to
the first user that the second user is editing the same object.

13. A method for deploying a computing infrastructure
comprising computer-readable code and a computing system,
wherein the computer-readable code in combination with the
computing system provides flexible and simultaneous
updates to a data object, the computer-readable code com-
prising instructions for:

receiving one or more changes to the data object from a first

user;

receiving a request from a second user for access to the data

object;

determining if the data object is locked;

informing the first user of the received request;

receiving a request to save a change to the data object from

the second user, wherein the request to save the change
to the data object from the second user is subsequent to
the one or more changes to the data object from the first
user; and

providing the second user with priority over the first user to

resolve a conflict between the one or more changes to the
data object from the first user and the change to the data
object from the second user by providing the second user
with final authority for all of the following operations: to
overwrite the one or more changes to the data object
from the first user, to maintain a set of changes from the
one or more changes made by the first user when the
change to the data object from the second user conflicts
with the set of changes from the one or more changes,
and to cancel the change to the data object by the first
user without first identifying, to the second user, the one
or more changes to the data object from the first user.

14. The method according to claim 13, the computer read-
able code further comprising instructions for receiving a
request to change the data object according to the changes
made by the second user.

15. The method as defined in claim 13 the computer read-
able code further comprising instructions for receiving a data
object inquiry request from the first user, creating a data
object lock, registering the data object at the then current time
in the name of the first user.

16. The method as defined in claim 15 the computer read-
able code further comprising instructions for receiving from
the second user an inquiry request, providing the second user
with the data object lock information, providing a warning
message that the first user is editing the data object and
sending a warning message to the first user that the second
user is editing the same data object.
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